Abstract

Traditional software product development models are characterised by a predictive approach derived from physical engineering processes. Recent developments in the software scenario have proved these plan-driven models to be inadequate, especially in high risk and rapidly changing environments. Agile methodologies were therefore developed as an answer to these issues. Due to their intrinsic agility, they have confirmed they are capable of adapting to the further changes that have occurred since they were first introduced: methodologies have been altered and tailored to address all the shortcomings found during their introduction. The aim of this research is to detect the dominant agile practices and adoption strategies, which transcend the original ones belonging to a certain model and may be affected by internal and external characteristics. A survey-based analysis was conducted in order to find out which practices are the most used. 194 valid questionnaires were returned. Factor and cluster analyses made it possible to relate the practices to several environmental characteristics with the purpose of seeking a significant relationship between them. The results of the study showed that most companies prefer to adopt practices related to the general management of the development process, to the detriment of practices associated with coding and testing techniques. Team members’ opinions turned out to be the only internal factor responsible for the introduction or abandonment of the practices. As for the external variables, the size of the team and the proximity of the team members were proven to significantly affect the adoption strategy.
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Introduction

It all started in February 2001 with four values posted on a website. The cornerstones of the “Manifesto for Agile Software Development” (AgileAlliance, 2001) were nothing more than four sentences, which however represented an authentic breakthrough for Project Management. In fact, the authors of the Manifesto aimed to put together a group of characteristics whose underlying values could be traced back to a unique, revolutionary way of defining a system development model.

They had already created several software development methodologies (SDMs) and, after having identified the core values, they decided to write a short but nonetheless inspiring list of guidelines, which should be followed by any Agile practitioner. Indeed, “rather than focusing on their differences and the competitive advantage of their own methodologies, 17 creators and supporters of the lightweight methodologies gathered (…) to discuss their common interests and philosophies, coining the term Agile software development” (Williams, 2012, p. 71-72). That is to say, the authors created a mind-set, a framework with general advice, which could be freely interpreted and applied in heterogeneous environments. Furthermore, the Manifesto was completed by twelve principles, which, again, could be employed regardless of the particular SDM chosen for the project.

Agile is based on Values, Principles and Practices. “Agile values are the philosophy behind Agile methods, which are further defined and supported by the Agile principles and Agile practices” (Kong, Kendall, & Kendall, 2012).

Each specific project undertaken by a particular team of a certain company might be characterised by the use of a certain set of practices, i.e. “concrete activities and practical techniques that are used to develop and manage software projects in a manner consistent with the Agile principles” (Sidky, Arthur, & Bohner, 2007).

Research questions and methodology

The importance of Agile Software Development Models (SDM) has decreased in recent years as Agile practitioners noticed that applying SDMs as they are did not generate the expected outcomes. Over the years Agile SDMs have been customised by many companies in order to find the best fit with their organisational characteristics. It is therefore necessary to focus on the practices more than on the SDMs. In addition, it would be interesting to identify the drivers that determine the adoption of certain practices. To date, however, there are no studies that address these topics.

For this reason a research study was conducted in order to answer the following questions:

1. What are the dominant Agile business practices?
2. What are the key variables that lead to a certain adoption strategy?
3. Why do the practices change within the PM groups?

In order to answer these research questions, a questionnaire-based survey was developed and administered.

The questionnaire consisted of multiple sections, each of them containing a specific category of questions:

- General information, such as geographical location, job position, Agile role of the respondent.
- Practices, whose usage was measured through a Likert scale ranging from 1, “Used for every project”, to 5, “Not used”. Moreover, the respondents could also opt for 6, “Abandoned” or 7, “No experience, but I’d like to introduce it”. These last two values were used in order to conduct a further analysis, but they still represent a subset of option 5.
- Variables, whose scale varied according to the specific item.
- Practices application, which identifies the determinants of practice changes in the respondents’ experiences.

In order to get an acceptable response rate (respondents do not generally dedicate more than 8-10 minutes to the survey), it was necessary to make a selection of the practices to reduce the answering time. A study made by Williams (2012) had already classified some practices according to their importance as indicated by the respondents of a survey. In this research, the 35 most important practices were selected and included in the questionnaire. This choice also provides room for further analysis: it would be possible to compare and analyse the differences between the importance given to a practice and its in-field utilisation.

The selection of Variables was based on previous literature, which attempted to identify the conditions that might be responsible for the adoption and evolution of the practices over time. The Variables were: Team size, Team location and outsourcing, Organization size, Experience, Adoption rate, Decision making process, Industry.

The survey was delivered by means of an online survey tool. Overall, 194 responses were collected and analysed.

A first, qualitative, statistical analysis provided an overview of the current state of Agile development, the use of practices and the inclination to use Agile Methods. A quantitative analysis then took into consideration the correlation between the adoption of the practices and the success indicators. A factor analysis and a cluster analysis were both performed with the SPSS software in order to: first, detect common behaviour in the practices and reduce the analysis into a set of factors associated with four explanatory concepts; secondly, divide the sample into clusters and perform a statistical analysis looking for significant differences among the groups. The cluster analysis was based on the factor scores and allowed a comparison of the group characteristics: statistically significant differences found in
the variables would lead to the identification of a certain set of variables as determinants of a certain adoption strategy.

Results

The respondents were given the chance to pick multiple Agile methodologies as the survey structure was based on the analysis of their overall experience with agility and did not focus on the latest project they were involved in. Figure 1 shows the methodology prevalently used by the respondents. Scrum is by far the most followed: considering all the answers, as much as three quarters of the sample indicated Scrum, which represents 32% of the total when the analysis is normalised to a basis of 100%. As can be seen in Figure 1, the Hybrid Scrum/XP is also largely applied, with a percentage of 31.8%.
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It is noteworthy that the original Agile SDMs are no longer widely used: methods such as, FDD, DSDM and ASD do not account for more than 7% overall. On the other hand, the application of new methodologies such as Lean and Kanban has increased in recent years. It is highly remarkable that Kanban is the second most used methodology after Scrum. Even if Kanban and Lean do not offer a complete guide to software development, the results are consistent with the question: as multiple answers were allowed, it is likely that many respondents combined the use of these SDMs along with other, more structured and complete methods. For instance, a team could be XP-based and, at the same time, take inspiration from the Lean principles during some phases of the development.
A first conclusion can be drawn from the analysis of this question: most of the teams rely on methods that do not lead to relevant technical breakthroughs. The predominance of Scrum may imply that the adoption of Agile has mostly affected the managerial side of the process, while strictly coding-related practices are still not so widespread (XP is only fourth). It seems that teams have largely embraced the agility principles without profoundly transforming the practical activity of coding.

More than 65% of the sample were members of teams with no more than 10 members. Indeed, one of the pillars of agility is communication among team members, along with daily meetings and customer interaction. In order to effectively enhance communication, foster shared decision-making and shorten the length of the iteration, team members have to work closely with each other.

Within the sample, around 65% are either co-located or work within the same building; this allows people to meet regularly and avoid any communication issues.

The core questions of the survey and of the analysis concern practice application. First of all, the application of the practices is extremely variable: not all practices are used at the same time and most of the respondents seem to agree that only some of them deserve intense application. Some practices unquestionably dominate.

Table 1. Usage of Agile Practices

<table>
<thead>
<tr>
<th>Practice Description</th>
<th>Used for every project</th>
<th>Used for more than 50% of projects</th>
<th>Used for about 50% of projects</th>
<th>Used for less than 50% of projects</th>
<th>Not used</th>
<th>Abandoned</th>
<th>I’d like to introduce it</th>
</tr>
</thead>
<tbody>
<tr>
<td>Short iterations (30 days or less)</td>
<td>51.2</td>
<td>38.0</td>
<td>10.1</td>
<td>0.8</td>
<td>0.0</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Prioritized product backlog</td>
<td>48.1</td>
<td>38.0</td>
<td>10.1</td>
<td>3.9</td>
<td>0.0</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Stand up/Scrum meeting</td>
<td>46.5</td>
<td>43.4</td>
<td>6.2</td>
<td>3.1</td>
<td>0.8</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Informal design; no big design up front</td>
<td>39.5</td>
<td>35.7</td>
<td>17.8</td>
<td>6.2</td>
<td>0.8</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Done criteria</td>
<td>34.1</td>
<td>19.4</td>
<td>31.0</td>
<td>9.3</td>
<td>2.3</td>
<td>1.6</td>
<td>2.3</td>
</tr>
<tr>
<td>Task Board</td>
<td>32.6</td>
<td>41.1</td>
<td>16.3</td>
<td>7.8</td>
<td>0.8</td>
<td>0.8</td>
<td>0.8</td>
</tr>
<tr>
<td>Iteration reviews/demos</td>
<td>31.0</td>
<td>26.4</td>
<td>20.9</td>
<td>16.3</td>
<td>3.1</td>
<td>2.3</td>
<td>0.0</td>
</tr>
<tr>
<td>Embracing changing requirements</td>
<td>29.5</td>
<td>15.5</td>
<td>27.9</td>
<td>14.7</td>
<td>9.3</td>
<td>0.0</td>
<td>3.1</td>
</tr>
<tr>
<td>Complete features testing done during iteration</td>
<td>26.4</td>
<td>27.9</td>
<td>20.2</td>
<td>14.7</td>
<td>6.2</td>
<td>2.3</td>
<td>2.3</td>
</tr>
<tr>
<td>Requirements written as informal</td>
<td>24.8</td>
<td>42.6</td>
<td>29.5</td>
<td>3.1</td>
<td>0.0</td>
<td>0.0</td>
<td>0.0</td>
</tr>
<tr>
<td>Release planning</td>
<td>24.0</td>
<td>33.3</td>
<td>23.3</td>
<td>13.2</td>
<td>4.7</td>
<td>0.0</td>
<td>1.6</td>
</tr>
<tr>
<td>Burndown charts</td>
<td>21.7</td>
<td>26.4</td>
<td>26.4</td>
<td>21.7</td>
<td>0.8</td>
<td>0.8</td>
<td>2.3</td>
</tr>
<tr>
<td>Collective ownership of code</td>
<td>19.4</td>
<td>39.5</td>
<td>16.3</td>
<td>14.0</td>
<td>6.2</td>
<td>1.6</td>
<td>3.1</td>
</tr>
<tr>
<td>Features in iteration are customer visible/customer valued</td>
<td>14.0</td>
<td>28.7</td>
<td>26.4</td>
<td>17.1</td>
<td>12.4</td>
<td>0.8</td>
<td>0.8</td>
</tr>
</tbody>
</table>
### Team velocity

<table>
<thead>
<tr>
<th>Practice</th>
<th>Mean</th>
<th>Median</th>
</tr>
</thead>
<tbody>
<tr>
<td>Stabilization iterations</td>
<td>13.2</td>
<td>11.6</td>
</tr>
<tr>
<td>Design inspections</td>
<td>10.9</td>
<td>7.0</td>
</tr>
<tr>
<td>Emergent design</td>
<td>8.5</td>
<td>7.0</td>
</tr>
<tr>
<td>Frequent release of working software</td>
<td>7.0</td>
<td>7.0</td>
</tr>
<tr>
<td>Negotiated scope</td>
<td>7.0</td>
<td>7.0</td>
</tr>
<tr>
<td>Team documentation focuses on decisions rather than planning</td>
<td>7.0</td>
<td>16.3</td>
</tr>
<tr>
<td>Configuration management</td>
<td>6.2</td>
<td>20.2</td>
</tr>
<tr>
<td>Pair programming</td>
<td>3.9</td>
<td>3.9</td>
</tr>
<tr>
<td>Retrospectives</td>
<td>3.9</td>
<td>9.3</td>
</tr>
<tr>
<td>Automated unit testing</td>
<td>3.1</td>
<td>6.2</td>
</tr>
<tr>
<td>Sustainable pace</td>
<td>3.1</td>
<td>5.4</td>
</tr>
<tr>
<td>Whole multidisciplinary team with one goal</td>
<td>3.1</td>
<td>9.3</td>
</tr>
<tr>
<td>Planning poker</td>
<td>2.3</td>
<td>10.9</td>
</tr>
<tr>
<td>Test-driven development acceptance testing</td>
<td>2.3</td>
<td>3.9</td>
</tr>
<tr>
<td>Timeboxing</td>
<td>2.3</td>
<td>3.1</td>
</tr>
<tr>
<td>Synchronous communication</td>
<td>1.6</td>
<td>1.6</td>
</tr>
<tr>
<td>Test-driven development unit testing</td>
<td>1.6</td>
<td>4.7</td>
</tr>
<tr>
<td>Automated tests run with each build</td>
<td>0.8</td>
<td>7.0</td>
</tr>
<tr>
<td>Coding standard</td>
<td>0.8</td>
<td>0.8</td>
</tr>
<tr>
<td>Refactoring</td>
<td>0.8</td>
<td>0.0</td>
</tr>
</tbody>
</table>

By considering the standard deviation, high values are seen in test-driven development, embracing changing requirements, complete feature testing and collective ownership of code. This shows that their application is the most variable within the teams: some teams frequently use them, while others do not consider them worth the application.

Generally speaking, it is somewhat surprising that the frequent release of working software is not one of the most used practices since it is even included in the list of the 12 principles of the Agile Manifesto.

The conclusion that can be drawn from this list is that the most used practices are generally related to soft development procedures. Instead of significantly altering how each team member works, they are mainly focused on improving internal communication among group members, planning and prioritising development and, overall, leaning towards informal design and the simplification of project management. On the other hand, taking into consideration the least used practices, it is quite surprising to note that practices such as refactoring, test-driven development unit testing and automated test run with each build are located at the bottom of the list. They represent some of the core practices of Agile coding processes and should—at least theoretically—be applied extensively.
In order to reduce the data to a more manageable size while, at same time, retaining as much information as possible, a factor analysis was applied to the 35 items representing the various practices. In particular, the extraction methodology used was the Principal Component Analysis (PCA). Prior to running the analysis, the suitability of the data for this kind of analysis was assessed. As expected, the correlation matrix showed the presence of many items with a correlation higher than 0.3. Moreover, the Kaiser-Meyer-Olkin value of sampling adequacy came to 0.852. What is more, Bartlett’s test of sphericity reached statistical significance, supporting the factorability of the correlation matrix. The sample size and the absence of variables highly correlated to others (i.e. with correlation values above 0.9) allowed all the 35 items to be kept in the analysis. The PCA revealed the presence of eight components with eigenvalues exceeding 1, cumulatively explaining the 69.1% of the variance. A preliminary analysis of the component matrix lead to the conclusion that an extraction with 8 components was not the most suitable solution for this case. Indeed, items loading strongly (more than 0.4) were detected within all the components, but their number was quite low for components 5, 6, 7 and 8.

An inspection of the scree plot revealed two possible breaks, respectively after the second and the fourth component. Therefore, it was decided to run a Parallel Analysis, which showed only four components with eigenvalues exceeding the corresponding criterion values for a randomly generated data matrix of the same size. Once the decision was made to retain 4 factors only, factors were rotated with the Varimax method in order to improve their interpretability. Four common themes were identified.

Component 1. Process practices. Looking at the 11 practices that load strongly on component 1, almost all of them are related to how the development process is managed. The main themes are how people communicate, the length of the deadlines, the methods of interacting with customers and prioritization of the requirements. There are no practices that concern a more technical side of the development.

Component 2. Testing and coding practices. In this case, all the 8 practices can be easily linked to coding and testing techniques. These practices all aim to provide practical instructions for writing code and testing it with iterative methods.

Component 3. Principles practices. The theme of component 3 is quite subtle: even if some practices could initially be associated with component 1 as well, a further analysis allowed them to be related to a broader and less practical theme. These 10 practices are, indeed, strongly connected to the 12 principles of the Agile Manifesto (AgileAlliance, 2001). They do not focus on the process or on the coding techniques; instead they concern the general mind-set that should permeate the Agile users. For instance, Sustainable pace, Retrospective, Negotiated scope and Frequent releases of working software are all included within the 12 principles. At the same time, they are practices as they imply certain practitioner behaviours.
Component 4. Team practices. Component 4 certainly includes 6 practices, which are related to the team dynamics within the development process. Although they share some points with the first three components they differ in that they are all related to teams and not individuals. This is proven by the presence of practices such as Team documentation which is focused on decisions rather than planning, Team velocity and Whole multidisciplinary team with a goal. Even though these practices include process and coding characteristics, they all concern activities that can only be done by a team, or that measure the overall outcome of the team. In the end, a careful analysis of the loadings of each item led to some further modifications.

First of all, the minimum loading threshold was set to 0.4, meaning that items that loaded no more than 0.4 in every component were deleted and not considered in the analysis. Two practices, therefore, were erased: Planning poker and Team velocity.

Secondly, two items had strong loadings on multiple components. This was the case of Synchronous communication, with a loading of 0.757 on Component 2 and of 0.421 on component 3. Having considered the managerial side of this practice, it was indeed quite ambiguous: this practice concerns both a technical point of view (as it implies the synchronicity of communicating the coding modifications and the possibility of viewing what the other members are doing “live”) and a principles point of view (as it also implies that all the members meet in the same place to share the progress made). A similar evaluation was also made for Pair programming: this practice showed a loading equal to 0.538 on Component 2 and 0.546 on Component 3. In this case, there was a lack of consistency between the values and the actual meaning of the practice, since Pair programming is doubtless related to coding but the PCA included it within the principles as the loading was slightly higher. For these reasons, it was decided not to consider these two practices either.

In order to answer the second research question, it was decided to take the analysis further and try to carry out a cluster analysis based on the final factor scores generated by the PCA with 4 components.

In order to understand to what extent the selected variables could actually affect the practices adoption, a cluster analysis was the best way to relate the factor scores extracted from the PCA to the characteristics of the given sample. The procedure consisted of different steps: first of all, an ideal number of clusters was detected; the clusters were then measured and evaluated according to their practices utilisation; in the end, each variable was split and analysed cluster by cluster for the purpose of detecting the values of statistically significant variables. The suggested number of clusters obtained was 4. K-means was selected as the best method as it allows each variable to be allocated to a cluster in which the distance to the mean is the smallest.

The analysis was thus carried out with the K-means clustering method and by manually setting the number of clusters to 4. All the factor scores had a significance equal to 0, which implies that the model was valuable; considering the F values, factor score 1 contributed the most to the identification of the clusters. The number of cases per cluster ranged from 19% to 30%, thus indicating good homogeneity. In
any case, in order not to be superficial, the K-means cluster analysis was also run with other numbers of clusters. Considering that the significance of the other cases was lower and, moreover, that no different conclusions could be drawn from those analyses, the decision was made to keep 4 as the most suitable number of clusters.

Before going further with the analysis, each observation was linked to four different scores, each of them being the mean of the practices application of the practices included in one of the four different components identified with the PCA. This way, it was possible to obtain an overall assessment of the respondents’ behaviour for each component.

Apart from the scores of clusters 3 and 4 in the Team practices application and clusters 1 and 2 in Process, there is no significant overlapping; this means that even though the practice application of the components is higher or lower among the groups, the application strategy is actually quite similar. Moreover, it is extremely clear that the practices related to the whole development process are by far the most used by all the respondents, while coding and testing practices are on average the least used. In any case, there are some noteworthy differences. Group 4, for instance, seems to be made up of respondents who use the practices more intensively: it always has the lowest scores, except for the team practices application, where cluster 3 is the leader. On the other hand, clusters 1 and 2 are characterised by respondents who have a lower degree of practice application.

The last step of this analysis once again focused on the elected variables. This time, though, each variable was split and separately analysed cluster by cluster. Beforehand, however, it was necessary to carry out a statistical analysis designed to assess the significance of the differences of the means found for each cluster. Indeed, if the Chi-Square tests or ANOVA analyses did not produce significant results, the means would have to be considered homogenous for the sample analysed. Out of the 8 variables identified, only 2 of them turned out to have significant differences in the means among the clusters: Team size and Team location.
The first conclusion is that these two factors are the only ones that can actually influence the adoption of Agile practices. It is also worth considering the means differences shown in each cluster and trying to relate them to the scores of the practices adoption resulting from the PCA. Clusters 1 and 2 are more likely to work in bigger teams, made up of more than 10 members, while clusters 3 and 4 report a smaller sized team on average. Moreover, means variation provides a valid explanation for the fact that, although cluster 4 was on average the best performer, cluster 3 had a higher degree of utilisation of Team practices. It is no coincidence, indeed, that cluster 3 has the lowest mean: the fewer the team members, the more team practices can be applied. The means for cluster 1 and 2 are quite similar, as was their practices application score. The results are consistent in these cases too: a large team can complicate the extensive application of practices. Speaking about team location, Cluster 4 is by far the one most characterised by a lower degree of de-location, while cluster 2, on average, has teams made up of developers who work in different places. In this case too the results are quite consistent with the initial assessments: agility requires frequent communication and interaction and it is facilitated by the proximity of the team members. Cluster 4, indeed, has a mean of 1.90 and its members use the practices more frequently than the others. The mean of cluster 3 is the second lowest and it is the cluster with the second best scores in Figure 2.

In the end, this study allows us to answer the second research question (What are the key variables that lead to a certain adoption strategy?): there are two key variables, team size and team location.

Finally, and in line with the theoretical foundations of Agile, project members turned out to be the main subjects involved in the decision-making process. Specifically, three quarters of the survey base picked project members in the multiple-choice question proving that the team, as a whole, really is the most important factor involved in decisions about Agile development. However, the PM (or the equivalent role for other methods) was said to be the decision-maker by 46.10% of the sample analysed.

<table>
<thead>
<tr>
<th>Table 2. Decision making in Agile development</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
</tr>
<tr>
<td>---------------------------------</td>
</tr>
<tr>
<td>The project members</td>
</tr>
<tr>
<td>The coach/mentor/PM</td>
</tr>
<tr>
<td>Consultant</td>
</tr>
<tr>
<td>Company management</td>
</tr>
<tr>
<td>The head of the IT department</td>
</tr>
<tr>
<td>Customer</td>
</tr>
<tr>
<td>Total</td>
</tr>
</tbody>
</table>

According to Agile’s suggestions, it means that not all teams are correctly applying the Agile methods, either because they are still going through a transition phase or
because they still believe that a unique decision-maker may be a better solution. The high frequency of cases where the company management decides to adopt Agile methods, given that very often these decisions are based on word-of-mouth or simply follow the “new project management approach” rather than really understanding the implications, is also interesting and quite negative.

Summary and conclusion

The Agile Manifesto formalised a series of values and principles, the initial practical application of which could be found in methods such as Scrum, XP, FDD, ASD and DSDM. Empirical evidence has proven that, apart from Scrum, which turned out to be the dominant methodology, most of the initial models are not so widespread. The evolution of Agile is leading towards the intense adoption of practices related to the managerial side of the development, while more technical practices seem to be meant for lower adoption.

The first research question was: What are the dominant Agile business practices? First of all, there is set of 11 practices which the respondents apply particularly frequently:

1. Stand up/Scrum meetings
2. Short iterations (30 days or less)
3. Prioritised product backlog
4. Informal design; no big design upfront
5. Task board
6. Requirements written as informal stories
7. Collective ownership of code
8. Iteration reviews/demos
9. Release planning
10. Complete feature testing done during iteration
11. Done criteria

More than half of the respondents declared that they used these practices for more than 50% of the projects they are involved in. Moreover, some common characteristics were found: the majority of them come from the Scrum SDM, which indeed turned out to be the most used; most of them also concern the managerial side of software development and do not give strict guidelines on how to code and test the output.

Factor and cluster analyses clarified the second research question: What are the key variables that lead to a certain adoption strategy?

There are 4 different components that practices can be associated with:

1. Process-related practices
2. Coding and testing related practices
3. Practices related directly to the principles
4. Team practices

The utilisation is quite different for the 4 groups: process-related practices, once again, proved to be the most intensively applied. As for the key variables, the only two that turned out to be statistically significant were Team size and the Degree of delocation: differences in these conditions influence the adoption strategy of the practices.

The third research question was: Why do the practices change within the PM groups?

The decision to deploy, modify or abandon practices is normally traced back to team members, and this is fully aligned with Agile principles. However, the influence of managers who define which practices should be used or dismissed is still quite frequent.

**Limitations and future research**

This study is based solely on respondents’ opinions and their Agile experience. Limitations come from the very nature of the research: a survey-based analysis was no doubt the best way to achieve the goal of the study despite the fact that the quality of the analysis could be affected by the sample size and the reliability of the answers. Collected data is, by definition, self-reported, hence poor memory or misunderstandings may contribute to inaccuracies. Moreover, even though the sample size allowed a good quality factor and cluster analysis, a larger sample might have led to the detection of more significant key variables. Indeed, the biggest issue identified during the analysis was the lack of statistical significance in the mean score differences of the variables among the clusters.

Further research could take advantage of the practices analysis in order to relate the use of them to both their theoretical importance and their relationship with the success of the development. Williams (2012) has already detected and classified these practices in terms of perceived importance; further research could look for a statistical correlation between the theoretical importance and the actual field usage of the practices. Moreover, this study did not focus on the possible correlation between a certain degree of the use of the practices and the ultimate success of the project.

Finally, different key variables could be taken into consideration and analysed using the same procedure. Agile methods are still evolving and spreading throughout several different industries and countries: new potential variables might emerge in the future.
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